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# Syncfusion Essential Grid WPF Edition

## Beta 1 (Publically available on May 12, 2008)

This document contains a short overview of features implemented for the first public beta version of Essential Grid WPF Edition. Essential Grid WPF Edition is a powerful cell oriented grid control that offers excellent performance characteristics.

The grid at its core functions as a very efficient display engine for tabular data that can be customized down to the cell level. It does not make any assumptions on the structure of the data (many grid controls implemented as straight data bound controls make such explicit assumptions). This leads to a very flexible design that can be easily adapted to a variety of tasks including the display of completely unstructured data and the display of structured data from say, a database.

The display system also hosts a powerful and complete styles architecture. Settings can be specified at the cell level or at higher levels using parent styles that are referred to as base styles. Base styles can affect groups of cells. Cell level settings override any higher level settings and enable easy customization right down to that level.

With this version our core focus has been on the underlying architecture for displaying cells with virtualized cell editors in a manner that enables good performance characteristics. The core display system also supports several building block features such as nested grids, virtual mode and support for a virtually unlimited number of rows and columns. Higher level features such as clean XAML integration, design-time support and routed events have not been worked on for this release. These features have however, been taken into account and implementing these is just a matter of adding this additional code once we are comfortable that our work on the core display framework is complete.

Users of Essential Grid Windows Forms edition will be pleased to observe the same architectural underpinnings in the WPF Edition.

Please note that this version is an early preview release. Some higher level features remain unimplemented. These will be added in later builds.

We will walk through common usage scenarios first and then discuss some of the architectural and implementation underpinnings that will help you better understand the Essential Grid WPF Edition platform.

## Common Usage

### Adding the grid to a window control

It is simple to host the grid inside a ScrollViewer element. Scrollbar visibility can be set with HorizontalScrollBarVisibility and VerticalScrollBarVisibility.

When hosted thus, the grid integrates nicely with the ScrollViewer control supporting both CanContentScroll modes. If CanContentScroll is set to True the grid will be nested inside the scrollviewer and its MeasureOverride method will have no effect. The grid will be responsible for scrolling the rows and columns in the given viewable area and will synchronize as required with the scrollbars of the ScrollViewer. Rows and columns cells will be virtualized (loaded on demand).

<ScrollViewer CanContentScroll="True" HorizontalScrollBarVisibility="Auto" VerticalScrollBarVisibility="Auto">

<sf:GridControl x:Name="grid"/>

</ScrollViewer>

If CanContentScroll is set to False the grid will return the total height of all rows and total width of all columns in its MeasureOverride method. It will not handle any scrolling delegating it to the parent control. Rows and column cells will not be virtualized since the grid handles this mode as if all rows and columns are visible. In this mode setting frozen rows or columns will have no effect.

<ScrollViewer CanContentScroll="False" HorizontalScrollBarVisibility="Auto" VerticalScrollBarVisibility="Auto" Grid.Row="0">

<StackPanel >

<TextBlock>Grid 1 embedded inside ScrollViewer with CanContentScroll set to False</TextBlock>

<Border BorderBrush="LightGray" BorderThickness="1pt">

<sf:GridControl x:Name="grid1"/>

</Border>

</StackPanel>

</ScrollViewer>

You can also place the grid directly into a parent panel. This scenario is very similar to the ScrollViewer case when CanContentScroll is set to False. The grid will return the total height of all rows and total width of all columns in its MeasureOverride method, and leave any scrolling up to the parent element.

<StackPanel Grid.Row="1">

<TextBlock>Grid 2 as child of StackPanel</TextBlock>

<Line Fill="Gray"/>

<Border BorderBrush="LightGray" BorderThickness="1pt">

<sf:GridControl x:Name="grid2"/>

</Border>

</StackPanel>

### Setting the row and column count

Each grid control instance is tied to a model which contains the data represented by the grid control. The GridModel has RowCount and ColumnCount properties. These can be set to change the number of rows and columns in the grid control.

grid1.Model.RowCount = 8;

grid1.Model.ColumnCount = 5;

### Setting row heights and column widths

The grid model also stores information on row heights and column widths. Its ColumnWidths and RowHeights properties can be changed using indexers as shown below.

grid1.Model.ColumnWidths[0] = 30;

grid1.Model.ColumnWidths[1] = 80;

grid1.Model.ColumnWidths[2] = 100;

grid1.Model.ColumnWidths[3] = 50;

grid1.Model.ColumnWidths[4] = 250;

grid1.Model.RowHeights[5] = 40;

grid1.Model.RowHeights[3] = 40;

You can also specify the DefaultLineSize setting on ColumnWidths and RowHeights in order to set the default width or height.

grid1.Model.RowHeights.DefaultLineSize = 20;

grid1.Model.ColumnWidths.DefaultLineSize = 100;

### Hiding rows and columns

Essential Grid supports efficiently hiding rows and columns from display. You can hide and unhide ranges of rows and columns as shown below.

private void checkBoxRows\_Checked(object sender, RoutedEventArgs e)

{

bool hide = checkBoxRows.IsChecked == true;

grid.Model.RowHeights.SetHidden(2, 100, hide);

grid.Model.RowHeights.SetHidden(110, 1000, hide);

grid.Model.RowHeights.SetHidden(1010, 10000, hide);

grid.Invalidate(true);

}

private void checkBoxColumns\_Checked(object sender, RoutedEventArgs e)

{

bool hide = checkBoxColumns.IsChecked == true;

grid.Model.ColumnWidths.SetHidden(2, 100, hide);

grid.Model.ColumnWidths.SetHidden(110, 1000, hide);

grid.Model.ColumnWidths.SetHidden(1010, 10000, hide);

grid.Invalidate(true);

}

### Header, Frozen and Footer Rows and Columns

Header rows and columns adorn the top and left segments of a grid control. From an implementation perspective, Header rows and columns are cells that cannot be navigated to with arrow keys. Other than this they are no different from regular cells. The default appearance for these cells is defined by the Model.HeaderStyle base style. You can change the appearance of the header cells by manipulating the HeaderStyle. For instance you can set their background color to red using the code below.

grid.Model.HeaderStyle.Background = Brushes.Red;

The base style for regular cells is the Model.TableStyle base style.

Typically you will want to freeze header rows and columns. Frozen rows and columns do not scroll along with the rest of the rows and columns. They stay in place when you scroll. Frozen rows and columns will always be visible at the top and left of the grid. When you scroll through the grid these rows and columns always stay in the viewable area.

You can do this by setting both HeaderRows and FrozenRows properties to the same value. Similar settings are available for columns. The default value for HeaderRows, FrozenRows, HeaderColumns and FrozenColumns is 1 but these can be adjusted individually. There can certainly be more Frozen Rows than Header Rows for instance.

It is also possible to specify Footer rows and Columns. Footer rows and columns are specified with the FooterRows and FooterColumns properties. These cells will always remain visible at the bottom and right side of the grid when you scroll through the grid.

grid1.Model.HeaderRows = 1;

grid1.Model.FrozenRows = 2;

grid1.Model.FooterRows = 1;

grid1.Model.FrozenColumns = 1;

grid1.Model.FooterColumns = 1;

### Covered Cells

Covered Cells are cells that span over neighboring cells. The combined cells will act as if they are one single cell visually and programmatically.

![](data:image/png;base64,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)

grid1.CoveredCells.Add(new CoveredCellInfo(4, 0, 6, 1));

grid1.CoveredCells.Add(new CoveredCellInfo(4, 18, 6, 19));

### CellSpanBackgrounds

CellSpanBackgrounds combine the background of neighboring cells. The cells will still be independent cells unlike with covered cells. Only the background for these cells is managed by CellSpanBackground and will override any individual GridStyleInfo.Background set for individual cells in the range.

Pen bgPen = new Pen(Brushes.Gold, 6);

bgPen.EndLineCap = PenLineCap.Triangle;

bgPen.StartLineCap = PenLineCap.Triangle;

bgPen.Freeze();

SolidColorBrush bg1 = new SolidColorBrush(Color.FromArgb(128, 128, 0, 0));

GradientBrush bg = new LinearGradientBrush(Color.FromArgb(128, 255, 255, 0), Color.FromArgb(128, 0, 255, 255), 45.0);

CellSpanBackgrounds.Add(new CellSpanBackgroundInfo(9, 2, 22, 8, false, false, bg1, bgPen));

CellSpanBackgrounds.Add(new CellSpanBackgroundInfo(0, 0, 12, 1, false, false, bg, null));

### Virtual Grid

Essential grid supports virtual mode of operation. The grid lets you provide cell styles on demand using the QueryCellInfo event handler. It also supports saving these back into a custom data source CommitCellInfo event handler.

// fill cell contents on demand.

grid.Model.QueryCellInfo += new GridQueryCellInfoEventHandler(Model\_QueryCellInfo);

// save back cell value into dictionary

grid.Model.CommitCellInfo += new GridCommitCellInfoEventHandler(Model\_CommitCellInfo);

Dictionary<RowColumnIndex, object> committedValues = new Dictionary<RowColumnIndex, object>();

void Model\_CommitCellInfo(object sender, GridCommitCellInfoEventArgs e)

{

if (e.Style.HasCellValue)

{

committedValues[e.Cell] = e.Style.CellValue;

e.Handled = true;

}

}

void Model\_QueryCellInfo(object sender, GridQueryCellInfoEventArgs e)

{

if (e.Cell.RowIndex == 0)

{

if (e.Cell.ColumnIndex > 0)

e.Style.CellValue = e.Cell.ColumnIndex;

}

else if (e.Cell.RowIndex > 0)

{

if (e.Cell.ColumnIndex == 0)

e.Style.CellValue = e.Cell.RowIndex;

else if (e.Cell.ColumnIndex > 0)

{

if (committedValues.ContainsKey(e.Cell))

e.Style.CellValue = committedValues[e.Cell];

else

e.Style.CellValue = String.Format("{0}/{1}", e.Cell.RowIndex, e.Cell.ColumnIndex);

}

}

The usage model for virtual mode is fairly simple as shown in the code snippet above. There is however a lot of work going on behind the scenes to make this work in an efficient manner.

#### Volatile Cell Styles

QueryCellInfo will be raised the first time you access the contents of a cell with a call to Grid.Model[rowIndex, columnIndex] or when the grid calls this indexer internally before painting cells. The indexer returns an object of type GridStyleInfo. After querying the cell contents they remain cached in a volatile cache that holds weak references to the cell styles. This ensures that this data is available for reuse when needed. At the same time it does not stand in the way of the garbage collector if memory needs to be freed. Once a style gets garbage collected it will be removed from the volatile cache.

You can manually force QueryCellInfo to be called again when you call GridControl.InvalidateCell(cell) or GridModel.VolatileCellStyles.Clear(cell).

#### Render Cell Styles

Prior to display of a cell, the PrepareRenderCell event is raised. This event is not raised from the Model. Instead it is raised from the GridControlBase directly. This has the advantage that if you want multiple grids to display the same Model, individual grids can override the cell contents individually.

// view specific cell color

grid.PrepareRenderCell += new GridPrepareRenderCellEventHandler(grid\_PrepareRenderCell);

void grid\_PrepareRenderCell(object sender, GridPrepareRenderCellEventArgs e)

{

if (e.Cell.RowIndex > 0 && e.Cell.ColumnIndex > 0)

{

if (e.Cell.RowIndex % 2 == 0)

e.Style.Background = Brushes.LightSkyBlue;

}

}

PrepareRenderCell is used to initialize the so called RenderStyles. RenderStyles are of type GridRenderStyleInfo and derive from GridStyleInfo. GridRenderStyleInfo are tied to a GridControlBase instance. The render style provides additional properties to obtain access to the associated GridControl , CellRenderer and the underlying ModelStyle instance from the volatile cells cache described earlier.

To access the render style for a cell you can call GridControlBase.GetRenderStyleInfo.

Render Styles are created only for the cells that are visible and will be discarded the moment a cell is scrolled out of view (with the exception being if the current cell is scrolled out of view; they are retained in such case alone).

In contrast, Volatile Cell Styles from the GridModel are often also created for cells outside the viewable area and can stay in the cache even when a cell is scrolled out of view.

### Cell Types and Cell Renderers

You can change the CellType for a cell with the GridStyleInfo.CellType property.

grid.Model[1,1].CellType = "TextBox";

To change the default cell type you can also change it in a base style.

grid.Model.TableStyle.CellType = "TextBox";

grid.Model.HeaderStyle.CellType = "Static";

You can add custom cell types by deriving classes from GridCellRendererBase and GridCellModelBase. To register new cell types with a grid add the cell models to the GridModel.CellModels collection.

grid.Model.CellModels.Add("FlowDocumentReader", new FlowDocumentReaderCellModel());

To assign this cell type to a cell set the cells CellType to the name you used for registering the cell.

FlowDocument flowDocument3 = (FlowDocument)TryFindResource("FlowDocument3");

if (flowDocument3 != null)

{

grid.Model[50, 2].CellType = "FlowDocumentReader";

grid.Model[50, 2].CellValue = flowDocument3;

grid.Model.CoveredCells.Add(new CoveredCellInfo(50, 2, 68, 9));

}

If you wish to create a cell renderer that hosts a WPF control you should derive it from GridVirtualizingCellRenderer. The most important method to override is the OnInitializeContent method. It will be called for every UIElement that is created for cells that show this renderer.

using System.Windows;

using System.Windows.Controls;

using System.Windows.Documents;

using System.Windows.Input;

using Syncfusion.Windows.Controls.Cells;

using Syncfusion.Windows.Controls.Grid;

using Syncfusion.Windows.Controls.Scroll;

namespace Syncfusion.Samples.RichTextBoxCell

{

public class FlowDocumentReaderCellModel : GridCellModel<FlowDocumentReaderCellRenderer>

{

}

public class FlowDocumentReaderCellRenderer : GridVirtualizingCellRenderer<FlowDocumentReader>

{

public FlowDocumentReaderCellRenderer()

{

IsControlTextShown = false; // CellValue must be FlowDocument

IsFocusable = true;

AllowRecycle = false;

}

/// <summary>

/// Called to initialize the content of the cell

/// using the information from the cell style (value, text,

/// behavior etc.). You must override this method in your

/// derived class.

/// </summary>

/// <param name="flowDocumentReader">The text box.</param>

/// <param name="style">The cell style info.</param>

public override void OnInitializeContent(FlowDocumentReader flowDocumentReader, GridRenderStyleInfo style)

{

flowDocumentReader.Padding = new Thickness(0);

flowDocumentReader.Document = style.CellValue as FlowDocument;

VirtualizingCellsControl.SetWantsMouseInput(flowDocumentReader, true);

}

protected override void OnUnwireUIElement(FlowDocumentReader uiElement)

{

// need to reset Document when scrolled out of view. Otherwise an exception is

// thrown next time the assigned document is assigned to another new FlowDocumentReaderCell

uiElement.Document = null;

base.OnUnwireUIElement(uiElement);

}

protected override bool ShouldGridTryToHandlePreviewKeyDown(KeyEventArgs e)

{

if (CurrentCellEditor.IsFocused && e.Key != Key.Escape)

return false;

return true;

}

}

}

### Virtualized Cell Editors

The grid supports virtualization of live WPF controls inside cells. When a cell is scrolled out of view the control inside that cell is unloaded or “recycled”. This usage model is designed for optimal resource utilization and is based on the FlyWeight pattern. For additional details on this pattern please refer to <http://en.wikipedia.org/wiki/Flyweight_pattern> .

GridVirtualizingCellRenderer is the base class for cell renderers that need live UIElement visuals displayed in a cell. You can derive from this class and provide the type of the UIElement you want to show inside cells as type parameter. The class provides strong typed virtual methods for initializing content of the cell and arranging the visuals.

The class manages the creation of cells UIElement objects when the cell is scrolled into view and also unloading of the elements when the cell scrolls out of view. The class offers an optimization in which elements can be recycled when the "AllowRecycle" setting is set. In this case when a cell is scrolled out of view it is moved into a “recycle bin” and the next time a new element is scrolled into view the element is recovered from the recycle bin and re-initialized with the new content of the cell.

Another optimization is support for cells rendering themselves directly to the drawing context. When "SupportsRenderOptimization" is true the UIElement will only be created when the user moves the mouse over the cell or if the UIElement is needed for other reasons.

After a UIElement was created the virtual methods "WireUIElement" and "UnwireUIElement" are called to wire any event listeners.

When you implement custom controls please note that updates to the appearance and content of child elements, creation and unloading of elements will not trigger ArrangeOverride or Render calls in the parent canvas.

The following sample demonstrates the SupportsRenderOptimization optimization.

grid.Model.CellModels.Add("VirtualizedCell", new VirtualizedCellModel());

grid.Model.TableStyle.CellType = "VirtualizedCell";

grid.Model.TableStyle.CellValue = "Edit Me!";

public class VirtualizedCellModel : GridCellModel<VirtualizedCellRenderer>

{

}

public class VirtualizedCellRenderer : GridVirtualizingCellRenderer<TextBox>

{

// The Virtualized Cell will display "Edit Me!" when

// it is a live UIElement editor. If text is just

// rendered in OnRender it will display "Render".

//

// When you hover the mouse over a cell it will become

// a live UIElement editor and not render the cell anymore.

// You can click inside it and edit its contents.

//

// When you scroll a cell outside view it will be switched

// back to a rendered cell.

//

// This approach improves scrolling speed since rendering

// text directly is faster then placing a UIElement as soon

// a cell becomes visible.

//

// You can disable this mechanism by setting "SupportsRenderOptimization = false" in the ctor.

TextBoxPaint renderText;

public VirtualizedCellRenderer()

{

SupportsRenderOptimization = true;

AllowRecycle = true;

IsControlTextShown = true;

IsFocusable = true;

renderText = new TextBoxPaint(new Typeface("Arial"), 10, Brushes.Black);

renderText.Trimming = TextTrimming.None;

renderText.HorizontalAlignment = TextAlignment.Left;

renderText.VerticalAlignment = VerticalAlignment.Top;

renderText.WrapText = true;

}

protected override void OnRender(DrawingContext dc, RenderCellArgs rca, GridRenderStyleInfo cellInfo)

{

if (rca.CellVisuals != null)

return;

// Will only get hit if SupportsRenderOptimization is true, otherwise rca.CellVisuals is never null.

string s = String.Format("Render{0}/{1}", rca.RowIndex, rca.ColumnIndex);

renderText.DrawText(dc, rca.CellRect, s);

}

/// <summary>

/// Called to initialize the content of the cell

/// using the information from the cell style (value, text,

/// behavior etc.). You must override this method in your

/// derived class.

/// </summary>

/// <param name="textBox">The text box.</param>

/// <param name="style">The cell style info.</param>

public override void OnInitializeContent(TextBox textBox, GridRenderStyleInfo style)

{

textBox.Padding = new Thickness(0);

textBox.Text = GetControlText(style);

VirtualizingCellsControl.SetWantsMouseInput(textBox, true);

}

public override string GetControlTextFromEditor()

{

return CurrentCellEditor.Text;

}

protected override void OnInitialize()

{

base.OnInitialize();

ControlText = GetControlText(CurrentStyle);

}

protected override void OnWireUIElement(TextBox textBox)

{

base.OnWireUIElement(textBox);

textBox.TextChanged += new TextChangedEventHandler(textBox\_TextChanged);

}

/// <summary>

/// Unwire previously wired events from textBox.

/// </summary>

/// <param name="textBox"></param>

protected override void OnUnwireUIElement(TextBox textBox)

{

base.OnUnwireUIElement(textBox);

textBox.TextChanged -= new TextChangedEventHandler(textBox\_TextChanged);

}

void textBox\_TextChanged(object sender, TextChangedEventArgs e)

{

TextBox textBox = (TextBox)sender;

if (!this.IsInArrange && IsCurrentCell(textBox))

{

TraceUtil.TraceCurrentMethodInfo(textBox.Text);

if (!SetControlText(textBox.Text))

RefreshContent(); // reverses change.

}

}

protected override void OnGridPreviewTextInput(TextCompositionEventArgs e)

{

CurrentCell.ScrollInView();

CurrentCell.BeginEdit(true);

}

protected override bool ShouldGridTryToHandlePreviewKeyDown(KeyEventArgs e)

{

if (CurrentCellEditor.IsFocused && e.Key != Key.Escape)

return false;

return true;

}

}

### DataTemplates in Cells

Essential grid has a DataTemplate cell you can use to assign data templates to individual cells. This allows for a very flexible display system.

void Model\_QueryCellInfo(object sender, Syncfusion.Windows.Controls.Grid.GridQueryCellInfoEventArgs e)

{

if (e.Cell.RowIndex > 1 && e.Cell.ColumnIndex == 2)

{

e.Style.CellType = "DataTemplate";

e.Style.CellTemplateKey = **"editableEmployee";**

e.Style.CellValue = employeesSource.Employees[e.Cell.RowIndex % employeesSource.Employees.Count];

e.Style.Background = Brushes.Linen;

}

}

Window1.xaml

<Window x:Class="DataTemplateCell.Window1"

xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation"

xmlns:x="http://schemas.microsoft.com/winfx/2006/xaml"

xmlns:sfScroll="clr-namespace:Syncfusion.Windows.Controls.Scroll;assembly=Syncfusion.GridCommon.Wpf"

xmlns:sf="http://schemas.syncfusion.com/wpf"

Title="Window1" Height="300" Width="300">

<Window.Resources>

**<DataTemplate x:Key="editableEmployee">**

**<StackPanel Margin="8,0" Orientation="Horizontal">**

**<TextBlock FontWeight="Bold" sfScroll:VisualContainer.WantsMouseInput="False" Text="{Binding Path=Name}" Width="70" />**

**<TextBox Text="{Binding Path=Title}" BorderThickness="0" Padding="0" Margin="0" Width="130" x:Name="tb"/>**

**</StackPanel>**

**</DataTemplate>**

<DataTemplate x:Key="nonEditableEmployee">

<StackPanel Orientation="Horizontal" sfScroll:VisualContainer.WantsMouseInput="False" >

<TextBlock FontWeight="Bold" Text="{Binding Path=Name}" Width="70"/>

<TextBlock Text="{Binding Path=Title}" />

</StackPanel>

</DataTemplate>

</Window.Resources>

<Grid>

<ScrollViewer CanContentScroll="True" HorizontalScrollBarVisibility="Auto" VerticalScrollBarVisibility="Auto">

<sf:GridControl x:Name="grid"/>

</ScrollViewer>

</Grid>

</Window>

Employees.cs

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Collections.ObjectModel;

using System.ComponentModel;

namespace DataTemplateCell

{

public class EmployeesSource

{

private ObservableCollection<Employee> employees;

public ObservableCollection<Employee> Employees

{

get { return employees; }

}

public EmployeesSource()

{

employees = new ObservableCollection<Employee>();

for (int n = 0; n < 50; n++)

{

employees.Add(new Employee("Matt", "Program Manager"));

employees.Add(new Employee("Joan", "Developer"));

employees.Add(new Employee("Mark", "Programming Writer"));

employees.Add(new Employee("Mary", "Test Lead"));

employees.Add(new Employee("Karen", "Developer"));

employees.Add(new Employee("George", "Programming Writer"));

employees.Add(new Employee("Peter", "Program Manager"));

}

}

}

public class Employee : INotifyPropertyChanged

{

private string name;

public string Name

{

get { return name; }

set

{

name = value;

OnPropertyChanged("Name");

}

}

private string title;

public string Title

{

get { return title; }

set

{

title = value;

OnPropertyChanged("Title");

}

}

public Employee(string name, string title)

{

this.name = name;

this.title = title;

}

public event PropertyChangedEventHandler PropertyChanged;

private void OnPropertyChanged(string propertyName)

{

if (PropertyChanged != null)

{

PropertyChanged(this, new PropertyChangedEventArgs(propertyName));

}

}

}

}

### CellValue, CellValueType and Format

GridStyleInfo has CellValueType and Format properties that let you format the cells value to display text with String.Format, format descriptors. If you are an Essential Grid for Windows Forms customer please note that this is the same as with Essential Grid for Windows Forms.

There are also virtual GetFormattedText and ApplyFormattedText methods in GridCellModelBase which let you adapt the behavior to the needs of your control.

### CellRenderer ControlText and ControlValue

CellRenderer has a ControlText which is the text displayed in the text cell and a ControlValue which is the underlying value. The ControlValue is commited with a CommitCellInfo when the current cell is deactivated.

### CurrentCell

Current Cell is the current active cell in the grid. You can navigate this cell with the arrow keys and page up / page down keys. To edit the cell simply start typing or click the mouse inside the cell.

### Mouse Controllers

The grid forwards all mouse events to the MouseControllerDispatcher which has a collection of mouse controllers.

IMouseController defines the interface for mouse controllers to be used with MouseControllerDispatcher. Any mouse controller needs to implement the IMouseController interface.

In its implementation of MouseController.HitTest, the mouse controller should determine whether your controller wishes to handle mouse events based on the current context.

### Selecting Cells

A simple mouse controller has been implemented to select multiple cells with the mouse.

An interesting experiment -Try checking to see how the grid can switch modes from selecting text inside a cell to selecting cells in the grid and vice versa.

Start with clicking inside a text cell, then select text in the cell, then drag the mouse outside the cell and see how multiple cells are now selected. When you drag the mouse back into the cell (while all the time holding the mouse button pressed …) you see the grid switches back to selecting text inside the cell. This is accomplished using the coordinated action of the mouse controller system.

### Resizing Rows and Columns

Mouse controllers are implemented for resizing rows and columns. Implementation of similar features is straight forward and can be accomplished by implementing a mouse controller. For example, the Resize Rows mouse controller looks as follows:

using System;

using System.Windows;

using System.Windows.Input;

using Syncfusion.Windows.Controls.Cells;

using Syncfusion.Windows.Controls.Scroll;

using Syncfusion.Windows.Diagnostics;

using Syncfusion.Windows.GridCommon;

namespace Syncfusion.Windows.Controls.Grid

{

class GridResizeRowsMouseController : IMouseController

{

ScrollAxisBase scrollRows { get { return host.ScrollRows; } }

ScrollAxisBase scrollColumns { get { return host.ScrollColumns; } }

double hitTestPrecision = 4;

GridControlBase host;

VisibleLineInfo dragLine = null;

public GridResizeRowsMouseController(GridControlBase grid)

{

this.host = grid;

}

private VisibleLineInfo HitTest(Point point)

{

return scrollRows.GetLineNearCorner(point.Y, hitTestPrecision);

}

#region IMouseController Members

public string Name

{

get { return "ResizeRowsMouseController"; }

}

public Cursor Cursor

{

get { return CellCursors.ResizeHeightCursor; }

}

public void MouseHoverEnter(MouseEventArgs e)

{

}

public void MouseHover(MouseControllerEventArgs e)

{

}

public void MouseHoverLeave(MouseEventArgs e)

{

}

public void MouseDown(MouseControllerEventArgs e)

{

Point point = e.Location;

dragLine = HitTest(point);

}

public void MouseMove(MouseControllerEventArgs e)

{

Point point = e.Location;

VirtualizingCellsControl cellsControl = host;

if (dragLine != null)

{

double delta = point.Y - dragLine.Corner;

//Console.WriteLine(String.Format("{0} {1}", delta, dragLine));

host.ScrollRows.SetLineResize(dragLine.LineIndex, Math.Max(0, dragLine.Size + delta));

}

}

public void MouseUp(MouseControllerEventArgs e)

{

Point point = e.Location;

double delta = point.Y - dragLine.Corner;

host.SetRowHeight(dragLine.LineIndex, Math.Max(0, dragLine.Size + delta));

host.ScrollRows.ResetLineResize();

dragLine = null;

}

public void CancelMode()

{

if (dragLine != null)

{

host.ScrollRows.ResetLineResize();

}

// Lazy way: Don't reset dragLine - then RestoreMode will work just fine.

//dragLine = null;

}

public int HitTest(MouseControllerEventArgs mouseEventArgs, IMouseController controller)

{

Point point = mouseEventArgs.Location;

RowColumnIndex pos = host.PointToCellRowColumnIndex(point, true);

CoveredCellInfo cc = host.GetCoveredCell(pos);

VisibleLineInfo hit = HitTest(point);

if (hit != null)

{

if (cc == null || cc.Top - 1 == hit.LineIndex || cc.Bottom == hit.LineIndex)

{

VisibleLineInfo column = scrollColumns.GetVisibleLineAtPoint(point.X);

if (column != null && column.IsHeader)

return 1;

return 0;

}

}

return 0;

}

public bool SupportsCancelMouseCapture

{

get { return false; }

}

public bool SupportsMouseTracking

{

get { return false; }

}

public void RestoreMode()

{

}

#endregion

}

}

### Nested Grids

Nested grids are an important component of the basic architecture of Essential Grid. They provide for the easy display of complex user interfaces using a flat grid. They also form the underpinnings for the display of hierarchical and grouped data. You can nest grids inside a row, column or covered range.

When you nest a grid inside a covered range you can specify whether the rows or columns derive their state from the parent control. You have multiple independent options for both rows and columns.

#### Nest grid inside a row of parent grid

In this case the grid will maintain its own row heights. When you resize rows the grid will also notify the parent grid that its total height is changed. When scrolling you can scroll row by row through the nested grid. The nested grid will have no scrollbars. They are shared with the parent grid.

The same way you can nest a grid inside a complete row you can also nest a grid inside a whole column.

#### Nest grid inside a covered range and tie its rows to the rows of the parent grid.

In this case the grid will have its own unique column widths but the row heights are shared with the parent grid. When scrolling through rows in the nested grid you also scroll the rows in the parent grid to keep them in sync. The nested grid will have no scrollbars. They are shared with the parent grid. When you resize rows they will also be resized in the parent grid and vice versa.

#### Nest grid inside a covered range and tie its columns to the columns of the parent grid.

In this case the grid will have its own unique row height but the column widths are shared with the parent grid. When scrolling through columns in the nested grid you also scroll the columns in the parent grid to keep them in sync. The nested grid will have no scrollbars. They are shared with the parent grid. When you resize columns they will also be resized in parent grid and vice versa.

#### Nest grid inside a covered range with its rows and columns independent of parent grid.

In this case the nested grid maintains its own row heights and column widths. You can scroll through this grid without scrolling the parent grid. Resizing rows and columns will also not affect the parent grid.

Please refer to the NestedGrids example for additional information.

### Performance optimization notes - TraderGridTest sample.

This sample shows a grid bound to a flat DataView. It has a header row with field names and a footer rows with summaries.

Inside the sample code(SampleGridControl.cs) you can define various test scenarios.

// adjust settings below to modify scenario

bool sortByThirdColumn = false;

bool insertAndRemoveRecords = false;

bool insertAndRemoveColumns = false;

TimeSpan timerInterval = new TimeSpan(0, 0, 0, 0, 50);

int numberOfChangesEachTimer = 200;

int blinkTime = 700;

The basic test will load a DataTable with values and then modify the records inside a timer. This will raise ListChanged events that the FlatDataViewGridControl listens to. The control the updates the display and will highlight cells that were changed and also update the resulting summaries.

The FlatDataViewGridControl is implemented using a Virtual Grid approach wiring the grid to the DataView with a QueryCellInfo and CommitCellInfo event handler.

Blinking behavior is implemented by handling the PrepareRenderCellInfo event.

The grid handles all ListChanged notifications including ItemAdded, ItemMoved, ItemDeleted, Reset, PropertyDescriptorAdded, PropertyDescriptorDeleted and PropertyDescriptorChanged.

When the current cell is active, you can keep typing while rows are re-arranged and modify the contents of the currently active cell. This is often a requirement in applications that wish to maintain editing compatibility even when processing a large number of updates.